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telecommunication service providers but today mobile services have evolved dramatically in many aspects [2]. The term "mobile services" is typically used to indicate services for mobile users. Although mobile services are usually considered to provide Web content to mobile users from anywhere, at anytime, and with any device, as indicated by Härrynen in Enabling Technologies for Mobile Services: The Mobile Life Book [3], the concept of mobility is not limited to the access of Web content and services from mobile devices. In our study, mobile services offer functionality for mobile applications to access and provide distributed data, content, and services. Used by mobile users, mobile applications typically rely on mobile devices and mobile networks, which can be dedicated (e.g., Internet and telecommunication network) or nondedicated (e.g., a mobile ad hoc network—MANET) established in specific situations. Thus, it is clear that different levels of movements of users, devices and services exist, and these movements must be taken into account and supported by mobile services [4]. To date, mobile services for mobile applications hosted in dedicated infrastructures of telecommunication and Internet service providers have been widely and well developed. However, with the recent development and deployment of powerful mobile devices (e.g., personal digital assistants (PDAs) and smart phones) and mobile network infrastructures and techniques (e.g., (free) abundant WiFi hotspots and MANET), mobile services are increasingly developed and deployed on mobile devices to offer on-demand or personal services to users.

In this chapter, we study state-of-the-art SOC/SOA for mobile services. We consider software services, not business services, and concentrate on mobile services based on Web services technologies' and on mobile devices owing to several reasons. First, various mobile applications on mobile devices have been developed based on Web services technologies because these technologies enable applications on mobile devices to access data, information, and services via standard protocols (e.g., see many StrikeIron Web services at http://www.strikeiron.com/StrikeIronServices.aspx). Although Web services technologies are largely used for developing mobile applications at the client side, supporting Web services for mobile devices on the client side is not as strong as that in other platforms. Furthermore, recently, the ways of developing and using mobile applications have been changed dramatically to meet the requirements of user participation and mass customization. Therefore, it makes sense to study existing solutions to distill specific versus generic, and inflexible versus reusable, protocols and models for mobile Web services.

Second, many research efforts have focused on providing programming tools and software engineering methodologies for developing applications for mobile devices (e.g., PDAs, smart phones, subnotebooks, and laptops). In most cases, existing tools
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1.1 Introduction

Over the last few years, Service-Oriented Computing (SOC) and Service-Oriented Architecture (SOA) have demonstrated their capabilities in tackling integration and interoperability challenges raised by complex, heterogeneous data, services, and applications spanning different organizations. SOA is a computing paradigm in which services are considered as the fundamental elements for building distributed applications [1]. In SOC, SOA plays a major role to define how service-based systems are designed [1]. Various standards and technologies have been developed to support SOC/soa concepts, such as SOAP (Simple Object Access Protocol [http://www.w3.org/TR/soap12-part1/]), WSDL (Web Services Description Language [http://www.w3.org/TR/wsdI]), and BPEL (Business Process Execution Language [http://www.oasis-open.org/committees/wspel/]). Among enabling technologies for SOA, Web services technologies, mostly based on XML, HTTP, WSDL, and SOAP, are the most widely implemented choice for SOA-based solutions. Web services technologies have been widely applied in small- and large-scale distributed systems built atop different platforms, such as high-end machines, mid-range servers, and workstations, for real-world applications.

As SOC/soa offers many advantages for integrating heterogeneous data, services, and applications, SOC/soa is a powerful enabling model for the development of mobile services. Originally, mobile services were considered as part of
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1. Hence, we use the term "mobile Web services" to refer to mobile services implemented with Web services technologies.

2 http://en.wikipedia.org/wiki/Web_2.0

3 http://en.wikipedia.org/wiki/Mass_customization
and methodologies aim at supporting the development of mobile applications acting as a client to access data and services from dedicated, high-end systems. This is partially due to constrained resources of mobile devices on which mobile applications function, and the usage mode in which mobile devices tend to access services rather than to provide them. However, many mobile applications and scenarios have shown the need to have Web services on mobile devices [5–7]. The lack of studies of how we can reuse/integrate current mobile applications for/into existing, diverse Web services available in today's pervasive environments has also shaped our focus in this study.

Finally, mobile services that are not based on Web services or SOA-based technologies on telecommunication or Internet service providers are well developed and discussed in the literature. Some parts of mobile services systems are based on the basis of typical, dedicated distributed systems (e.g., the service side of mobile services) that are addressed well by utilizing existing SOA techniques. Therefore, we will not concentrate on nonmobile Web services and on the service side of mobile services developed in conventional distributed systems.

The rest of this chapter is organized as follows: Section 1.2 discusses why SOC/ SOA for mobile services is important. Section 1.3 discusses current SOA techniques for mobile services, with a focus on fundamental architectural styles and protocols. We present mobile Web services programming supports in Section 1.4. Then, we discuss a real-world application in Section 1.5. Different SOA techniques are discussed in Section 1.6. Section 1.7 outlines research challenges. We conclude the chapter in Section 1.8. This chapter also suggests a further reading list in Section 1.9 and finally, a list of possible exercises.

1.2 Why SOC/SOA for Mobile Services?

According to the GSMA (GSM Association [http://www.gsmworld.com/]), at the time of writing the mobile world has reached 4 billion connections and by 2013 it is forecasted to have 6 billion connections [8]. With such a large number of mobile devices (and mobile users), obviously there is a strong need for accessing and sharing data, information, content, and services by using mobile devices.

Before explaining the role of SOC/SOA for mobile services, it makes sense to discuss typical mobile services. Various authors have presented different classifications of mobile services. For example, mobile services have been classified according to type of consumptions, context, social setting, and relationship between consumer and service providers in Reference [9]. As SOC/SOA is a computing model used to address the integration and interoperability challenges, it would be better to classify mobile services in a way that highlights the main benefit of SOC/SOA. Within this view, we divide mobile services into two main classes: individual-oriented and group-oriented mobile services. The first class, depicted in Figure 1.1, indicates mobile services designed and developed for individuals' who (occasionally) utilize the services for different purposes and have few interactions with others in close time and/or space dimensions. Here, individual-oriented mobile services are tailored for individual use. In the second class, mobile services are designed for a group of people working together in close time and/or space dimensions, shown in Figure 1.2. In this case, there are a high number of interactions among people through mobile services in a close/distributed space in a short/long period of time. This kind of mobile service might be deployed on a nondedicated infrastructure. Although this simple classification provides nonorthogonal classes, it helps us to identify some major issues that SOC/SOA can help. Table 1.1 presents some typical properties of the two classes.

For the first class, we can utilize SOC/SOA to achieve the interoperability and integration of different services to provide added-value services for individuals. Let us consider diverse and rich sets of available services in the market for individual use. SOC/SOA will be useful for developing and integrating mobile applications utilizing these services due to various factors. First, there are new business models for individual-oriented mobile services which are targeted to normal people. Such models can rely on a vast source of data, contents, and services provided by different vendors through mobile networks or the Internet, to create converged services. On the one hand in today's market, data, information, and service providers want to maximize the number of their customers. Therefore, they provide their services with well-defined interfaces based on SOC/SOA models to simplify the access of
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*We do not mean that the service is not by a single person but rather that users' usages are separated, sometimes unrelated, from each other.*
their services and to foster the service composition and the integration among services to provide value-added services. On the other hand, there is a strong need to access these services by normal people during their movement, for example, booking flights, searching information, making payments, and accessing government documents. The end user also wants to participate in the Web, for example, to perform mash-ups of data and contents from different (Web) services and to provide their own mobile services. Therefore, SOC/ SOA-based techniques could help mobile applications utilize SOA-based services in a standard way in order to fulfill the need of the user. Non-SOA solutions would limit mobile applications to access diverse and powerful Web services.

In the group-oriented class, there are group-oriented tasks where mobile services on mobile devices play a critical role. Examples of these tasks are collaborative work performed by a team using mobile devices [5], distributed healthcare [10,11], and disaster responses [12]. These tasks not only require access to diverse data and services hosted in distributed organizations but also need to access and share information in environments with nondedicated infrastructures. Thus, interoperable solutions for mobile services must be supported. In particular, mobile devices have been considered to be very useful in ad hoc team collaborations where dedicated infrastructures are not available. Such collaborations normally require flexible and interoperable applications to access as well as offer services. This raises the question of how to provide pervasive and mobile devices with middleware and applications so that the devices can provide collaboration services accessible through standard interfaces and protocols. SOC/SOA, which has introduced means to foster the interoperability, flexibility, and reusability of software, can be used to develop mobile Web services for these scenarios.

### 1.3 Architectural Styles and Protocols for Mobile Web Services

As well documented in the literature, in SOC/SOA, there are three fundamental, conceptual entities:

- **Service**: a service offers a concrete functionality that can be loosely coupled through the network based on a well-defined interface [13]. A service is expected to be autonomous, platform-independent and its functionality can be published and discovered [1].

- **Service consumer** (also called service client/requester): a service consumer is to consume a service. It makes requests to services and receives responses from the services.

- **Service registry**: a service registry provides facilities for services to publish information about their functionality, interfaces, and locations so that service consumers can search and select relevant services.

---

**Table 1.1 Properties of Individual-Oriented and Group-Oriented Mobile Services**

<table>
<thead>
<tr>
<th>Properties</th>
<th>Individual-Oriented</th>
<th>Group-Oriented</th>
</tr>
</thead>
<tbody>
<tr>
<td>Infrastructure</td>
<td>Dedicated infrastructure</td>
<td>Dedicated and nondedicated infrastructure</td>
</tr>
<tr>
<td>User involvement</td>
<td>Single user</td>
<td>Multiple users</td>
</tr>
<tr>
<td>Interaction among users</td>
<td>Very loosely</td>
<td>Tightly, concurrent, near-real-time interactions</td>
</tr>
<tr>
<td>Typical applications</td>
<td>E-commerce, booking, payment, travel information, e-government</td>
<td>Multiplayer game, collaborative work, mobile field assistant, mobile asset management, CRM (customer relationship management) field applications</td>
</tr>
</tbody>
</table>
These roles are conceptual because an application might function as both a service and a service consumer; a service might act as a service consumer of another service; and a service registry might not be a separate element when its registry function is embedded into an application. Often, we distinguish the client side and service side when referring to service consumer components and service components, respectively.

There are various ways to design and implement SOC/SOA solutions for mobile services. As other techniques have been well discussed in different places (see a further reading list in Section 1.9), we will focus on Web services technologies. Generally, Web services and Web service consumers can be implemented using different (de facto) standards and protocols. These standards and protocols are used to define, for example, exchange message, communication protocol, service description, and security [13]. Main standards and protocols are:

- **XML**: is used to describe data exchanged and information about services in Web services.
- **WSDL**: is used to describe the interface of Web services. Through the interface description of a Web service, Web service consumers can invoke corresponding functions provided by the service.
- **SOAP**: defines the structure of messages exchanged between Web service consumers and Web services. SOAP is based on XML.
- **HTTP**: is one of the most popular communication protocols for sending and receiving messages between Web service consumers and Web services.

Although interactions between mobile Web services and their consumers are implementation specific, we can conceptually simplify these interactions into two main types, shown in Figure 1.3. In the first type, a mobile Web service consumer (depicted by the block in Figure 1.3a), through a mobile/ad hoc network, will access a mobile application gateway (also known as mobile Web service/application proxy in the literature) which, in turn, will process the consumer's requests and pass the requests to corresponding mobile Web services. We call this model **indirect interaction**. In the second type, a mobile Web service consumer (depicted by the block in Figure 1.3b) will utilize mobile Web services by invoking them directly. We call this case **direct interaction**. Note that direct interaction means that the requests and responses between services and their consumers may be relayed through intermediate services that perform the request/response routing but do not change the request/response content. In both cases, the mobile Web service consumer will be executed on mobile devices, whereas mobile services might or might not be deployed in mobile devices. The mobile devices hosting mobile Web services and mobile Web service consumers can be mobile phones, smart phones, PDAs, and laptops. Networks among mobile Web service consumers and mobile Web services can include the Internet, WiFi ad hoc networks, UMTS, EDGE, and GPRS/GMS; as well as a mix of them. Network and device capacities strongly impact on the selection of the architectural style for the design and implementation of mobile Web services.

The first type is very popular when mobile Web service consumers are executed in mobile devices that do not have enough capabilities to handle complex data types and to present results in rich, interactive graphical user interfaces. This type is also well suited for bandwidth-constrained networks. However, it does not support complex interactions among mobile users. Therefore, it is suitable for individual-oriented mobile services. In many cases, the mobile application gateway is not a Web service but is based on Web application technologies (referred to as mobile Web applications, discussed in Section 1.6.4). In the second type, the mobile Web service consumer can invoke mobile services directly as these services might provide data in a simple way or the mobile device hosting consumers have the capability to handle complex data. Furthermore, in this type, more complex interactions can be implemented, and thus it is suitable for both individual- and group-oriented mobile services.

In both types, mobile Web service consumers can invoke the service registry to find relevant services or mobile services might find relevant services on behalf of the consumer. Furthermore, services can be found from querying a dedicated registry or from an overlay network in which a dedicated registry does not exist, such as in Vimoware [5]. While mobile Web services are normally not executed on resource-constrained devices, many real-world applications have demonstrated why and how mobile services should be run in mobile devices. For example, in Vimoware [5], device sensors and context management services for disaster responses are developed.
as mobile Web services. Silver [14] is another example that demonstrates how a BPEL engine can be implemented as a mobile Web service. In some cases, when a service is hosted in a mobile device, there is an intermediate to act as a proxy for other clients to access the service. For example, in the mobile service platform [5], the service consumer executes a surrogate host that acts as a proxy for the service running on mobile devices. These examples indicate an increasing use of mobile Web services on mobile devices to provide service features.

1.3.1 Architectural Styles

From architectural styles, SOG/ SOA Web service solutions for mobile services can be built on the basis of (i) SOAP-based Web services, (ii) REST-based Web services, and (iii) mixed SOAP/REST-based Web services with other technologies. As a solution can use different techniques, we will discuss only fundamental architectural styles.

1.3.1.1 SOAP-Based Web Services

In SOAP-based Web services, the interface of a Web service is described by WSDL. The messages exchanged between a Web service and its consumers are based on SOAP. SOAP-based messages are designed to be transferred by using different protocols, such as RPC, HTTP, and SMTP. However, HTTP is the most popular protocol used in SOAP-based Web services. These services achieve the integration and interoperability through agreed interfaces and, additionally, agreed service contracts. They support complex interaction models based on different styles of message-oriented and RPC communications, including point-to-point, broker, and P2P. Another advantage of this style is that interfaces can be published and searched, thus simplifying the service discovery process. Therefore, two different services provided by different organizations can easily be integrated with each other. From an architecture point of view, SOAP-based Web services are suitable for integrating mobile Web services on the service side and for group-oriented mobile services.

To date, SOAP-based Web services are strongly supported in mobile application development. Standard protocols and various programming toolkits have been developed for writing SOAP-based mobile services in mobile devices, such as PDAs and smartphones, using different programming languages, for example, C/C++, C#, and Java. However, most toolkits focus on the development of client-side components. The development and deployment of service-side components on mobile devices are not well supported, only in a few specific toolkits that offer limited features.

1.3.1.2 RESTful Web Services

REST-based Web services are built on the basis of the concept of REST (REpresentation State Transfer) [16]. REST is a design principle for Web services that supports stateless services. Services offer their capabilities through resources, each identified by a unique URI and accessed and manipulated by using HTTP methods such as GET, POST, PUT, and DELETE. By using these four basic methods, any Web service consumer can read, update, create, and delete resources offered by a REST-based Web service. REST techniques offer more simple mechanisms for developing Web services not relying on a large set of standards and by aiming at supporting request–reply interactions. Therefore, the REST architectural style fits very well to many mobile applications, in particular to individual-oriented ones that are typically request–reply-based client/service and stateless. Furthermore, as REST-based Web services mainly utilize HTTP, they are quite suitable for mobile devices because they use less processing power. This is proved through a wide range of real mobile applications based on REST such as commerce [17], data mash-up [18], and GIS for enterprise field workers [19]. However, in many cases, if we need to support more complex interaction models, such as P2P interactions, then REST is not suitable. Further discussion on the choice of REST solutions over SOAP solutions can be found in Reference [20].

1.3.1.3 Mixed Architectural Styles

In many cases, mobile services solutions are not completely based on either SOAP or REST Web services but a mix of them, and they also use other technologies. Figure 1.4 shows some possible mixed architectural styles used for mobile Web services.

![Figure 1.4 Mixed architectural styles for mobile service-oriented architecture services.](image-url)
Using a REST-based model for connecting a client to a gateway and using SOAP-based services for service integration at the service side: First, this architecture aims at addressing the simplicity and performance in the interaction between mobile service consumers and mobile services. Second, by using SOAP-based styles at the back end of the service side, the service provider can integrate different types of services from different providers to offer many benefits to consumers.

Using SIP (Session Initiation Protocol), Web applications, and WAP (Wireless Application Protocol) between consumers and appropriate gateways, and SOAP-based solutions for integrating gateways with other services: This approach is able to deal with limited capability and infrastructure available at the client site to provide converged mobile services [7], such as voice communication integrated with Web content and IP multimedia subsystem application servers [21].

1.3.2 Communication Patterns

Communication models for mobile services naturally follow existing models such as request–reply, broadcast/multicast, and P2P. The design of SOAP allows different one-way or two-way, asynchronous/synchronous, one-to-one, one-to-many, broadcast, P2P communication patterns [22]. The most common communication patterns implemented in SOAP-based mobile Web services are synchronous request–reply, multicast, and P2P using RPC, message-oriented communication, and intermediate services. However, similar patterns have not been observed in REST-based Web services that mostly support only request–reply patterns.

Figure 1.5 illustrates some patterns on service invocation. In the request–reply pattern, a mobile service consumer sends a request to a mobile Web service and obtains the response. This communication can be synchronous or asynchronous, but a synchronous request–reply pattern is the most popular one implemented in contemporary mobile Web services applications, both in SOAP and REST styles, such as in References [23–26]. This pattern is suitable for individual-oriented mobile services; however, it does not work well in group-oriented mobile services of which mobile applications need to be informed with new information instantly, such as in a situational change in disaster responses. Asynchronous request–reply, broadcast/multicast, and P2P patterns are typically supported through specific SOAP/REST-based call-back and polling techniques, asynchronous HTTP, or WS-Notification implementations, such as in References [5,27]. They can be implemented well with SOAP-based mobile services. However, most programming toolkits require the developer to do this without any support. The one-way invocation pattern is also supported by SOAP standards.

1.3.3 Service Discovery and Composition

Service discovery and composition are fundamental processes of SOA. To support these processes, services have to be well defined and described. In general, with

Figure 1.5 Examples of invocation patterns. (a) Synchronous request-reply invocation. (b) One-way invocation. (c) Asynchronous invocation using callbacks. (d) Asynchronous invocation using polling.

SOAP-based services, the use of WSDL and other metadata has facilitated the discovery process. Semantic representations of mobile Web services are also used increasingly. In principle, mobile Web service consumers find SOAP-based Web services from service registries, such as Universal Description, Discovery, and Integration (UDDI). In practice, this model does not work well [28]. However, the REST-based Web services discovery process is largely negligible at the moment. In fact, there is a lack of mechanisms to describe REST-based Web services that can facilitate the discovery process. One of few efforts is the proposal of Web Application Description Language (WADL) [29] for describing REST resources. However, it has not been widely adopted.

Figure 1.6 shows basic models of Web services discovery that work with mobile Web services. For multicast discovery, these models can be supported by SLP (Service Location Protocol [http://tools.ietf.org/html/rfc3260]), UPnP (http://www.upnp.org), WS-Discovery (http://specs.xmlsoap.org/ws/2005/04/discovery/ws-discovery.pdf), and tool-specific implementation, and can be implemented using UDP/HTTP multicast, SOAP, and WS-Notification. As mobile devices have some limitations, in many cases, mobile Web service consumers have not actually implemented the discovery process, especially in individual-oriented mobile services. The user just provides his/her known services (based on other sources, e.g., search engines) to mobile applications, for example, as in Reference [30]. For group-oriented mobile services, various attempts
As handling complex, voluminous data transferred through Web services require strong processing capabilities, mobile Web services have to utilize different techniques to improve the data handling. One technique is not to use XML, but a different data format exchanged between mobile Web service consumers and mobile Web services. A popular technique that works well with REST services is to utilize JSON (JavaScript Object Notation [http://www.json.org/]) which requires less processing capability and has smaller data size. Listing 1.1 presents an example of JSON-based data returned by the REST-based ImageSearch Service from Yahoo! (http://search.yahooapis.com/ImageSearchService/V1/ImageSearch) and Listing 1.2 presents a sample of code to process the JSON-based data on mobile devices using the JSONObject library (http://www.json.org/java/index.html). Another technique is to compress the SOAP body transferred using compression techniques [37]. This technique, however, requires the control of both mobile Web service consumers and mobile Web services. Therefore, it is not interoperable. Another way is to utilize

```json
{ "ResultSet": {
  "Result": [
    { "ClickUrl": "http://www.residenzjoop.com/files/image/lage/hundertwasser.jpg",
      "FileName": "hundertwasser.jpg",
      "FileSize": 104448,
      "Height": 429,
      "RefererUrl": "http://www.residenzjoop.com/location",
      "Summary": "Hundertwasserhaus",
      "Thumbnail": {
        "Height": 97,
        "Url": "http://thm-a01.yimg.com/image/0acfb0be6b655e0e",
        "Width": 145
      },
      "Title": "hundertwasser.jpg",
      "Width": 640
    }
  ],
  "FirstResultPosition": 1,
  "totalResultsAvailable": "556",
  "totalResultsReturned": 10
}
```

Listing 1.1 Simplified example of JSON-based data.

1.3.4 Data Handling

Data handling in mobile applications is strongly dependent on specific services and device capabilities. Typical data handled by mobile applications are Web contents and multimedia. Various standards have been proposed for handling these types of data, such as Mobile Media application programming interface (API) (JSR 135), Mobile 3D Graphics API (JSR 184), and 2D Scalable Vector Graphics API (JSR 226). Many types of mobile Web services do not transfer rich data or large amounts of data. However, recent advanced mobile Web services, such as location-based services and GIS-based collaborative tools, require the transfer of rich data. In particular, many mobile Web services support user participation and mass customization by offering a mash-up of contents from different sources; these mash-ups possibly include text, graphics, audio, and videos.
//...
ImageSearch imagesearch = new ImageSearch("YahooDemo", "Hunderwasserhaus", "json");
String result = imagesearch.submit();
JSONObject resultJSON = new JSONObject(result);
JSONObject resultSetObject = resultJSON.getJSONObject("ResultSet");
int totalResultsReturned = resultSetObject.getInt("totalResultsReturned");
if (totalResultsReturned <= 1) {
    return;
}
JSONArray resultObject = resultSetObject.getJSONArray("Result");
for (int i = 0; i < resultObject.length(); i++) {
    JSONObject objectItem = resultObject.getJSONObject(i);
    Iterator iterator = objectItem.keys();
    while (iterator.hasNext()) {
        String key = (String) iterator.next();
        String data = objectItem.getString(key);
        if (!key.equals("Thumbnail")) {
            System.out.println(key + ":\t" + data);
        }
    }
} //...

Listing 1.2 Example of processing JSON-based data.

binary formats of XML (http://en.wikipedia.org/wiki/Binary/XML) to reduce the size of transferred data.

1.3.5 Service Management

The management of mobile Web services is naturally similar to that of general Web services such as accessing service information, monitoring service status, and supporting runtime deployment. Various specifications have been developed for managing Web services, in particular SOAP-based Web services, such as WS-Management (http://www.dmtf.org/standards/wbem/wsman) and Web Services Distributed Management (WSDM) (http://www.oasis-open.org/committees/te_home.php?wg_abbrev=wsdm#overview). These specifications focus on the access and exchange of management information of services. However, to date these standards have not been well supported in existing mobile Web services.

Reference [23] is one of the few works that provide service information using rules and notifications.

Different from other platforms, service management for mobile Web services has to deal with two major issues: service continuity and service runtime deployment and execution. Service continuity is of paramount importance in mobile services because the high level of mobility increases the high level of service disruption and mobility. Service runtime deployment and execution are other important issues because mobile devices are typically not assumed to support preinstalled services or always-on, preprovisioning services. This is particularly true when services are executed on a nondedicated infrastructure and mobile devices.

The importance of service continuity for mobile services has been identified and a modeling technique has been proposed in Reference [38]: a service continuity layer is proposed to handle tasks to ensure the continuity of services such as monitoring and handover management. In the Suspend–Relocate–Resume for Web Services (SRR-WS) framework [39], service continuity is ensured by suspending services and relocating client's data and resuming services with the client data. SRR-WS achieved this mechanism by utilizing the proxy model. To work with SRR-WS, mobile Web service consumers need to include a specific SRR-WS client library that handles caching and session relocation. The SRR-WS framework includes a proxy with suspend/resume and session relocation modules. By using a proxy mechanism, SRR-WS does not require a change in mobile services. However, consumers have to be reprogrammed to work with SRR-WS. SRR-WS has been implemented with SOAP over HTTP for mobile devices. Another technique is to migrate mobile Web services when the hosting environment is unable to host the services, for example, due to low battery or the mobility of the service provider [26]. In this way, migration requests are explicitly made by the service provider (which is also hosted on a mobile device). In principle, service code and description can be migrated. However, this solution cannot work alone without ensuring correct information about services.

Service runtime deployment and execution for mobile applications have been researched intensively. As mobile Web service consumers are part of mobile applications, it is expected that existing runtime deployment and execution techniques could be applied to mobile Web services.

1.3.6 Security and Identity Support

Security and identity support are of paramount importance for mobile users and are strongly dependent on the architectural styles used for mobile Web services. With SOAP-based solutions, various security standards have been proposed, such as the OASIS WS-Security and the Liberty ID-WSF/ID-SIS. The REST-based solutions typically rely on HTTP and SSL security techniques. Furthermore, depending on the integration of mobile Web services, different identity management techniques can be used.
For SOAP-based Web services, the OASIS WS-Security (http://www.oasis-open.org/committees/te_home.php?wg_abbrev=ws) specifies protocols for securing message exchanges in Web services. WS-Security utilizes XML Digital Signature, XML Encryption, and X.509 certificates. Its key feature is to protect SOAP messages exchanged. The support of WS-Security standards on mobile Web service development toolkits is strong. Most toolkits support XML signatures and encryption. For REST-based Web services, HTTP Basic/Digest and SSL are popular techniques for implementing authentication, authorization, and encryption in mobile Web services because the communication of REST-based Web services is based on HTTP. Because these techniques are well supported in mobile device operating systems and programming libraries, they can be easily used by REST-based mobile Web services and clients. Furthermore, one practical method applied to the authentication of the access to REST-based Web services is to use tokens embedded in service interfaces (e.g., user ID, email, and development key), such as in StrikeIron and Amazon Web services.

The OAuth (http://oauth.net) is also increasingly used for authorizing resource access in mobile Web services. The OAuth is an authorization delegation protocol that defines how a user can grant service consumers access to a user's private resources hosted in another service. The OAuth is built atop HTTP and works on the basis of the exchange of two types of tokens asking for authorization access and for accessing resources on behalf of users. The protocol includes three main steps (see details in http://oauth.net/core/1.0/) to allow the consumer to obtain an unauthorized request token that is authorized by the user, to use the request token to obtain an access token, and finally to access resources. All requests are signed and parameters of requests can be described in the HTTP Authorization header, HTTP POST body, or URLs of HTTP GET. At the time of writing, the OAuth has been implemented in many programming languages, such as C#, Java, JavaScript, Python, and Ruby. As OAuth is designed for HTTP and Web resource access, it is very suitable for REST-based Web services.

Identity management techniques are critical when a mobile Web service consumer utilizes different mobile Web services, potentially provided by different providers. Being able to associate user identity with his/her selected mobile service, these services can improve the authentication and authorization, reduce user intervention, such as support single sign-on, and improve service provisioning. Two popular identity management frameworks are the ID-WSF/ID-SIS and the OpenID. The Identify Web Services Framework (ID-WSF) and the Identity Service InterfaceSpecifications (ID-SIS) (http://www.projectliberty.org/liberty/resource_center/specifications) define mechanisms enabling identity-based services. By associating the identity of individual users with Web services, ID-WSF/ID-SIS-enabled systems can establish a federated identity. By doing so, the user does not need to provide his/her identity many times when using different services and the service provider can optimize the composition of services. The ID-WSF version 2.0 supports SAML, authentication, single sign-on, and identity mapping by utilizing XML-Signature, XML-Encryption, and WS-Security.

The OpenID (http://openid.net) is another protocol to support single sign-on. OpenID is strongly supported by the industry (see the list of providers at http://openidirectory.com/openid-providers-c-1.html). The idea of OpenID is to provide a single identity management protocol for accessing resources from different service providers. In the OpenID version 2.0 (http://openid.net/specs/openid-authentication-2_0.html) a user is identified by an OpenID identifier described in an URL or XRI. An OpenID identifier is managed by an identity provider or OpenID provider that carries out the user authentication. When a user accesses a service that offers OpenID authentication, the service will request the user to provide the user OpenID. The service will communicate with the identity provider of the user to verify the user. In case an authentication is required, the service will redirect the user to the identity provider for authentication (e.g., entering user name and password). OpenID utilizes HTTP, SSL/TLS, and URL; thus it is quite suitable for REST-based services. As OpenID focuses on authentication and single sign-on, it is suitable for service integration on the service side.

Although ID-WSF/ID-SIS and OpenID are widely supported on the service side of mobile Web services in many platforms, their availability on mobile devices where applications act on behalf of the user is limited. OpenID has been supported in many libraries but it has not been well integrated with SOAP/REST. For example, is relatively easy to send an OpenID request to a Web service; however, authentication requiring user intervention is not quite clear (see a discussion on OpenID binding to SOAP/REST at http://wiki2008.openid.net/REST/SOAP/HTTP_Bindings).

1.4 Mobile Web Services Programming Support

1.4.1 Standards and Specifications

Various standards and specifications have been developed for Web services. However, not all of them are fully supported in mobile Web services. Fundamental standards and specifications such as SOAP, XML, and HTTP are well supported in most mobile platforms. Other standards such as OASIS WS-Security and Liberty ID-WSF are supported in some platforms.

Apart from the above-mentioned generic standards and specifications for Web services, some have been specifically designed for mobile Web services. The J2ME Web services specification (JSR-172) (http://jcp.org/en/jsr/detail?id=172) defines optional packages for the development of Web service applications on mobile devices. In particular, it focuses on XML processing capabilities and on APIs for J2ME Web service clients based on RPC communication. JSR-172 also defines the
mapping from a subset of the WSDL to Java code, suitable for J2ME. This specification has been supported in many programming toolkits such as Nokia Web services platform, Sun J2ME Wireless Toolkit (http://java.sun.com/products/sjwtoolkit/), and Netbeans (http://www.netbeans.org).

The mobile service architecture (MSA) specification (JSR 248) has been introduced recently to create an environment for Java-enabled mobile devices. MSA includes several existing standards for handling security and commerce, graphics, communications, personal information, and application connectivity.

1.4.2 Mobile Web Service Toolkits

1.4.2.1 General-Purpose Web Service Toolkits

These toolkits aim at addressing broad mobile Web services applications. The main toolkits that have been developed are discussed in this section.

1.4.2.1.1 kSOAP2

kSOAP2 [40] is one of the very first and popular SOAP Web service libraries for developing Web services on constrained devices. kSOAP provides various facilities that have been utilized by other SOC/SAO work on mobile devices, such as Sliver [14], a BPEL engine, and RESCUE [33,34]. It can be used to develop both Web service clients and services. However, kSOAP does not provide advanced features for handling security, service discovery, and service management. In principle, all of these features have to be implemented by the developer.

1.4.2.1.2 gSOAP

gSOAP is an open-source C/C++ Web service development toolkit [41]. gSOAP supports XML data-binding solutions through autocoding techniques. It also provides tools for generating C/C++ code from WSDL/IXSDL files and supports different platforms including mobile devices. gSOAP is well studied in Reference [42]. Although gSOAP provides security support, similar to kSOAP, it focuses mainly on the development of Web services and their consumers. Therefore, it does not support service discovery and aggregation.

1.4.2.1.3 Google Android

Android (http://code.google.com/android) is not a particular mobile Web service toolkit but a software platform including an operating system, middleware, and applications for mobile devices. Android provides various facilities for developing mobile applications but it does not provide a toolkit for writing SOAP-based Web services and clients. However, it provides various classes for writing mobile Web clients by providing HTTP, XML, JSON, and OAuth classes for implementing mobile Web service clients. The clients can use HTTP actions to invoke REST-based Web services. Both synchronous and asynchronous HTTP invocations are supported. The returning results can be in XML, JSON, RSS, Atom, and so on.

1.4.2.1.4 .NET

The Microsoft .NET Compact Framework (CIF) (http://msdn.microsoft.com/en-us/netframework/aa497273.aspx) supports the development of applications on smart mobile devices. The .NET CF provides various facilities for developing mobile applications, including mobile Web service applications on the client side based on HTTP, SOAP, and XML. It supports both asynchronous and synchronous invocations of Web services, HTTP Basic/Digest authentication, SSL, and SOAP extension. However, the development of Web services on mobile devices is not supported. The .NET CF also provides useful tools to support the developer to write mobile Web service clients. For example, the .NET CF Service Model Metadata Tool (netcfsvcutil.exe) can be used to generate client proxy codes to simplify the development of clients consuming Web services on the device.

1.4.2.1.5 Java FX Mobile

The Sun Java FX (http://www.javafx.com) is a platform for developing rich Internet applications and Java FX Mobile is the version of Java FX for mobile devices. The key technologies provided by Java FX are in a rich set of libraries for handling graphics, media data, and Web services. By utilizing Web service libraries, we can develop mobile service applications on mobile devices. Java FX Mobile provides only HTTP-based libraries for the development of Web service applications on the client side. Therefore, only REST-based Web service clients can be built. This library includes APIs for handling HTTP requests and XML/JSON. Java FX Mobile does not include facilities for writing REST-based Web services. Java FX is well integrated into different programming development environments such as NetBeans and Eclipse IDE.

1.4.2.1.6 Nokia Web Service Platform

The Nokia Web Services Platform [43] includes various development facilities for mobile service applications on Nokia's S60 or Series 80 platform. It supports both Java technology and Symbian OS C++. Apart from other facilities, for Java-based applications, the Nokia WSP supports the J2MEWeb Services Specification (JSR-172). At the moment, only client-side functionality is supported. The C++ version provides APIs for handling requests to and responses from Web services. These APIs are built on the basis of a Web Services Framework (WSF) API or the Liberty
Identity-Based Web Services Framework (ID-WSF). OASIS WS-Security and Liberty ID-WSF are supported.

1.4.2.1.7 Apache Muse

The Apache Muse Project (http://ws.apache.org/muse/) implements the Web Services Resource Framework (WSRF), Web Services BaseNotification (WSN), and Web Services Distributed Management (WSDM) specifications. Therefore, it supports SOAP-based Web services based on WSRF. By using WSN, Web services based on Muse can also implement eventing based on Web services. The WSDM allows the developer to include management features in Web services, for example, service capabilities and status. Muse can be deployed in different platforms including Java SE/Java EE and Open Services Gateway initiative (OSGi). When deployed in OSGi, Muse can be used to develop mobile Web services.

Table 1.2 summarizes some properties of the above-mentioned general-purpose mobile Web service toolkits.

1.4.2.2 Specific Toolkits

1.4.2.2.1 Vimoware/RESCUE

Vimoware [5] is a Web service-based toolkit that can be used to develop Web services on mobile devices and to conduct ad hoc team collaborations by executing predefined or situational flows of tasks. One of the main components is a lightweight Web services middleware that supports the SOAP-based Web services. This middleware was later developed into a separate middleware named RESCUE [33,34]. In Vimoware/RESCUE, Web services are developed by applying the POJO (Plain Old Java Object) principle. The developer creates a Web service by extending an abstract Java class. This class requires the specification of a service description and provides basic methods for extracting metadata about the service. Service operations are implemented as normal Java methods. On the basis of the description provided by the service developer and on the metadata, WSDL files can also be created.

The main specific characteristic of Vimoware/RESCUE is that it is specifically designed for Web services in the ad hoc network of mobile devices. Thus, it also provides runtime and reconfigurable service provisioning and service discovery facilities. Vimoware/RESCUE uses kSOAP2 and reuses parts of Sliver [14] to deploy Web services. The transport communication can be configured either by HTTP, which is realized by a light-weight version of the Jetty (http://jetty.mortbay.org) engine, or by direct TCP socket communication. In Vimoware/RESCUE, three interaction patterns exist: (a) one-way interactions, (b) synchronous request–response interactions, and (c) real asynchronous request–response. Services can be deployed into Vimoware/RESCUE at runtime. In Vimoware/RESCUE, a
P2P-based subscription/notification mechanism is supported for service advertisement and discovery. This mechanism is implemented on the basis of UDP multicasts.

1.4.3 Software Development Process for Mobile Web Services

Unlike Web services on other platforms, the design and development of mobile Web services lack supporting tools. Model-driven development (MDD) techniques that seem very suitable for modeling diverse mobile platforms have been investigated for mobile applications [44,45]. However, unlike the support of MDD for other types of applications, MDD for SOA-based mobile Web services has not been well studied. SPATEL [46], developed in the SPICE project, is a UML-based language for modeling composite telecommunication services. This language has been demonstrated with different GUI frameworks like S60 Nokia smart phones. In Reference [45], from a meta-model, DSL (domain-specific language) is generated and can be used for domain-specific modeling (DSM). In DSM, mobile services are modeled and XForm code can be generated for use in mobile applications. However, this MDA approach is implemented for a specific platform that is not Web services.

In Reference [38], a composition model for mobile services (not necessary mobile Web services) has been proposed to include four main components, namely, service logic (describing service functions), service data (describing data used in services), service content (describing data product of services), and service profile (describing users/device properties). From the composition model, components of a mobile service can be mapped into different distribution models, representing the concrete deployment of components of mobile services, such as monolithic, client–server, peer-to-peer, or multiple distributed components [38]. This conceptual model can be applied for modeling mobile Web services. However, we are not aware of any existing tool to support this model.

1.4.4 Writing Mobile Web Services and Consumers

The writing code for mobile Web service consumers to invoke mobile Web services is straightforward and similar to that for Web services in other environments. Most programming toolkits support very primitive code generation for SOAP-based service consumers. A typical way of writing a SOAP-based service consumer code is to import the WSDL file of the service and generate a stub code from that WSDL. Figure 1.7 shows a simple example of how Netbeans supports the writing of a mobile Web service consumer code for the WeatherForecast service (http://www.webservicex.net/WeatherForecast.asmx?wsdl). By indicating the URL of the conversion service, a code can be generated, for example, as shown in Figure 1.8.
Listing 1.3 Code excerpt for invoking the WeatherForecast service.

A similar process can be found in other toolkits like Microsoft Visual Studio (for .NET/C#) or Eclipse.

Given the generated code, it is straightforward to write a service invocation code based on synchronous request-reply patterns; for example, Listing 1.3 shows how to invoke the WeatherForecast service.

A similar software development process for REST-based mobile Web service consumer code generation is not well supported in current tools. In most cases, the developer just writes the code to invoke the service. However, recently some tools also support writing WADL-based information for REST services and code generation from WADL files. These tools should be incorporated into/combined with existing IDE for code development. For example, Figure 1.9 shows the REST Describe tool (http://tomayac.de/rest-describe/latest/RestDescribe.html) that is used to generate WADL for the Yahoo! Geocoding Service. On the basis of the generated WADL, this tool can generate codes for invoking the service, as shown in Figure 1.10. Figures 1.11 and 1.12 illustrate the resulting service invocations for the above-mentioned examples in different platforms.

To develop a Web service on mobile devices is much more challenging because of the lack of tools. Recently, the Apache Muse supports the developer to develop Web services in mobile devices in a way similar to normal environments. With the...
Apache Muse, the developer can generate service skeletons from WSDL files and write his/her code based on OSGi containers. Specific tools like RESCUE allow Web services to be written like a plain Java object. However, with RESCUE, the service code has to be executed within a particular hosting environment. Listing 1.4 shows a simplified example of a Web service based on RESCUE for a medical staff that accepts reports about victims (operation addNewVictim) and that returns the profile of the staff (operation getProfile).

Most of the tasks involved to service discovery, call-back, security, and identity management have to be implemented by the developer. Currently, there is a lack of supporting code generation for these complex tasks. Thus, high-level libraries and tool assistance are needed to help the developer simplify these tasks. Listings 1.5 and 1.6 give an example of using the jSLP tool (http://jslp.sourceforge.net), a library

Listing 1.4 Simplified example of a Web service in RESCUE.

```java
//...
import ac.tuwien.vitalab.middleware.AWebService;
public class MedicalStaffService extends AWebService {
    public MedicalStaffService() {
        super("MedicalStaffService","http://www.infosys.tuwien.ac.at/medicalstaffservice");
    }
    public void onDeploy() {
        //...
    }
    public void onUndeploy() {
        //...
    }
    public int addNewVictim(String location, String victimStatus) {
        //...
        return myCurrentLoad;
    }
    public String getProfile(String typeOfStaff) {
        //...
        return myProfile;
    }
    //...
```
Listing 1.5 Simplified example of publishing mobile services with jSLP.

Locator locator = ServiceLocationManager.getLocator(new Locale("en"));
// find all disaster support services belonging to medical staff
ServiceLocationEnumeration sle = locator.findServices(new ServiceType("service:disastersupport"), null,
   "Team=MedicalTeam");
while (sle.hasMoreElements()) {
   ServiceURL serviceURL = (ServiceURL)sle.nextElement();
   //...
}
//...

Listing 1.6 Simplified example of discovering mobile services using jSLP.

implementing SLP, to publish and discover the MedicalStaffService above. In this example, we assume that there are several medical staff available in a large-scale disaster scenario and each staff has the MedicalStaffService in his/her PDA. The service publishes its hosting environment information and other metadata while the consumer would like to search only services on PDAs of nurses. Of course, the assumption is that the consumer knows how to invoke the service.

1.5 Real-World SOA Mobile Services

To demonstrate the benefit of SOA/SCA, this section presents a real-world example of mobile Web services. This example is built on our experiences from our research projects in collaborative working environments (CWEs). Modern CWEs introduce the need of various real-world SOA-based mobile Web services because today's teamwork is performed by dynamic teams that are established on demand, use various mobile devices, and need to access a vast source of data and services in order to fulfill their tasks.

Our example discusses SOAP-based mobile services and consumers for disaster responses performed in the EU WORKPAD project (http://www.workpad-project.eu). The WORKPAD system [12] supports disaster management on the basis of two main ideas: (i) multiple supporting workers on the field using mobile devices to collect information about the disaster, and (ii) teams accessing vast sources of information from different organizations to optimize their tasks and store the collected disaster information to organizational information systems. In doing so, each member uses a mobile device, and members need to interact with each other.

SOAP-based mobile Web services and consumers have been widely used in WORKPAD tools, as shown in Figure 1.13. Mobile devices are used in ad hoc and team collaborations where dedicated infrastructures are not available. Such collaborations normally require flexible and interoperable services while running on mobile devices and being integrated with various other services. Therefore, WORKPAD supports mobile Web services for managing context information and

Figure 1.13 (Simplified and abstract) Simple Object Access Protocol mobile services in the WORKPAD project.
for coordinating collaborative tasks. The context management system of WORKPAD [5,27] provides various types of context information to different clients such as GIS-based mobile applications and task management. Context sensors and context management services are mobile Web services and context information is described in XML, thus facilitating the integration between the context management system and other applications. Task management provides a SOAP-based BPEL engine for coordinating tasks [47]. Furthermore, GIS-based mobile applications utilize Web service technologies to access GIS and other information from the back-end services that are also Web services.

Without using Web services, WORKPAD would face a great challenge in the integration of different sources of data. For example, GIS data are now provided through Web services (e.g., see Reference [48]). Thus, by developing SOAP-based GIS clients, WORKPAD can ensure that its GIS software is interoperable and reusable. Various information sources from different government agencies are hard to access through mobile applications, if these sources are not wrapped into Web services. If the context management system was not based on Web services solution, it would be hard to not only integrate the context information to different clients but also to share the context information among different teams. Furthermore, without using Web services, WORKPAD components would be a very specific implementation that would not be highly reused in other works. For example, the Web service-based context management system can be used in SOA-based smart-home environments [49].

1.6 SOA/Web Services and Other Technologies/Styles for Mobile Services

1.6.1 OMA/Mobile Web Services

The Open Mobile Alliance (OMA) (http://www.openmobilealliance.org) has defined the OMA mobile Web service (MWS) to provide guidelines and specifications for the integration and interoperability of Web services with the OMA architecture. With respect to architectural styles, MWS supports SOAP-based models. MWS considers cases when Web service consumers support and do not support full Web service stacks. Thus, both cases in Figure 1.3 are included: the interaction between mobile Web service consumers and mobile Web services can be direct or through proxy or intermediaries. With respect to service discovery, MWS supports centralized discovery based on UDDI and provides security guidelines for both transport and message security based on SSL/TSL and WS-Security.

1.6.2 CDC/OSGi Model

Another trend to support SOA-based mobile services is to use the OSGi technology defined by the OSGi Alliance (http://www.osgi.org). The OSGi technology specifies a dynamic component system for Java. In this system, components interact with each other within a single system. OSGi components can be published, discovered, and composed dynamically at runtime. They can also be deployed and undeployed on demand and be exposed as Web services. Various OSGi implementations have been provided for different platforms, including mobile devices.

CDC/OSGi is a capable platform for developing mobile services based on SOA. Various platforms are supported by CDC/OSGi. Examples are Sprint Titan (http://developer.sprint.com/site/global/develop/technologies/sprint_titan/p_sprint_titan.jsp) and Apache MUSE (http://ws.apache.org/muse/) that provides development of Web services atop OSGi. R-OSGi [50] is a middleware built atop OSGi that transparently connects, deploys, and executes OSGi services spanning multiple OSGi containers; thus, it can be used for developing P2P and collaborative mobile Web services.

1.6.3 Event-Driven Architecture and SOA

The event-driven architecture (EDA) [51] is a computing paradigm in which changes are sensed and captured in events and corresponding actions are performed according to events. The basic tenet of EDA is that an event reflects a significant change of something by gathering meaningful information about the change. The fundamental conceptual entities of an EDA system are event sources (event emitters) to generate events and event sinks (event consumers) to perform actions based on events (e.g., filtering, relay, or processing events). Events are sensed, transferred, and processed through a system of event channels loosely coupling distributed event sources and sinks.

EDA systems do not necessarily include SOA-based services. However, the need to integrate events from disparate sources has fostered the integration between EDA and SOA [52,53]. This integration has been proposed through standard bodies as well as architecture solutions. WSEventing (http://www.w3.org/Submission/WS-Eventing/) and WS-ECMWF [54] have been proposed for supporting event subscription, propagation, and event-condition-action rules.

1.6.4 Web Applications, WAP, and SIP

Web applications, WAP, and SIP models are other technologies/architecture styles that are related to SOA and mobile services (see also Section 1.3.1.3 and Figure 1.4). Although they are different technologies/styles, all of them require proxy in order for the mobile applications on mobile devices to interact with other services at the back end.

The Web application model for mobile services is widely used in practice. Conceptually, the Web application model follows a three-tier architecture: the mobile service consumer is responsible for the presentation layer; the Web application, the application tier, acts as a gateway to provide dynamic Web content to the
mobile service consumer; and the mobile services provide data and content to the gateway. The mobile service consumer is normally developed based on Web forms, XForm, JavaScript, and HTML/XHTML, whereas the Web application gateway uses dynamic Web content technologies such as ASP and JSP. Typically, the Web application model widely supports synchronous interactions in which the requester pushes the requests and receives the content. Recently, advanced AJAX techniques for mobile devices also support the requester to asynchronously poll results. Some toolkits are available for mobile AJAX, such as MobileWeb (http://mymobileweb. morfeo-project.org/). A single-purpose mobile Web application can also be packaged for download and installation on mobile devices; this is called a mobile widget [55]. This model is quite suitable for applications that require Web contents. Examples of Web application model toolkits are the Yahoo! Blueprint Platform, Microsoft ASP.NET mobile, and Microsoft Mobile Internet Toolkit.

Other architectural styles for mobile services are based on WAP (http://www.wapforum.org/what/technical_1_2_1.htm) and SIP (http://www.ietf.org/html.charters/sip-charter.html). WAP defines how an application on mobile phones or PDAs can access the Internet through HTTP. WAP defines a protocol stack atop different wireless data networks, such as SMS, GPRS, and UMTS. This protocol stack includes protocols dealing with datagram, transport, transaction, session control, and environments. A WAP application accesses the Internet through a WAP gateway that acts as a proxy. WAP has been widely used in services, such as mobile mails for Mobile CRM [56], transportation information systems (http://www.tfl.gov.uk/tfl/livetraffinfo/mobilservices/wap/default.asp), and mobile banking. SIP is a signaling protocol widely used in multimedia mobile services, such as streaming multimedia delivery, instant messaging, and presence service. As it focuses on multimedia aspects, using SIP alone will support only a few types of mobile services. However, SIP can be combined with SOA-based services to provide integrated communication services and enterprise business services. This type of application is particularly important for the mobile user in networked enterprises and collaborative environments. Examples of SIP together SOA are IMS [21] and Akogrimo [11,57]. A SIP for mobile devices is also developed in Java ME (JSR 180—Session Initiation Protocol for J2ME 1.0.1).

1.7 Challenges for Future Research

As partially discussed in previous sections, we need to develop further techniques to bring the full advantage of SOA-based solutions to mobile services.

1.7.1 Supporting Mobile Web Services on Mobile Devices

Supporting tools should not only focus on the client side but also on mobile Web services in mobile devices. This will require great research effort for the development of service management systems that have to take into account service mobility, runtime deployment, and service continuity on mobile devices. Here, ensuring correct information about services and service continuity is a great challenge. The issue related to service registration and discovery when Web services are hosted in mobile devices, as discussed in Reference [6], is still valid. We need to combine service migration and adaptation with service monitoring and management techniques. This issue is also related to service disruption due to failure of devices and networks.

1.7.2 Supporting REST Mobile Services

Important supports of REST-based mobile services, such as service discovery and resource management, should be provided. In particular, for publishing and discovering REST-based Web services a new set of protocols has to be developed.

1.7.3 Programming Supporting Tools

Although various programming environments are provided, the developer lacks useful tools to debug, profile, and analyze their mobile services. In particular, given the strong connection between performance and energy consumption in mobile devices, tools for analyzing energy consumption and performance are particularly interesting. Currently, only a few works have been devoted for this research issue.

1.7.4 Context Sharing in Mobile Services

When mobile services are integrated from different providers, sharing context information among these services is challenging. Context sharing is a key to reduce user intervention and improve service provisioning and adaptation. Existing standards have proposed sharing user identity but it is not enough as the context associated with a usage is much more than identity. Thus, standard protocols for specifying, propagating, and managing context in a federation of services are desired. This research is also involved with context-aware computing domains.

1.7.5 User-Defined Opportunistic Composition and Creation of Mobile Service

When a lot of mobile services are available, the user will have many opportunities to compose mobile services on their own. SOA solutions have helped to simplify service discovery processes and many service composition techniques have been proposed, yet they are complex and assume advanced knowledge. How can we support a novice user to compose mobile services in a place where, by chance, his/her mobile device detects many interesting mobile services provided by other users and
on site service providers? In addition, how can we support the user to define his/her own mobile services? Although some initial ideas have been proposed [36,58], these are premature.

1.8 Conclusion

Over the last few years, the increasing mobility of the user and the advanced, powerful mobile networks and devices have fostered emerging mobile services for different scenarios. Mobile services are no longer just for accessing Web contents and for personal use but also for enterprise use and collaborative work. Furthermore, there is no longer a clear boundary between mobile services hosted in mobile networks and on the Internet. This requires mobile applications to access vast information and services from anywhere with any device. As a result, SOC/ SOA technologies, in particular, Web service technologies, have been utilized in mobile services, solving many integration problems.

In this chapter, we analyze state-of-the-art SOC/SOA for mobile services with a focus on mobile Web services. Both SOAP-based and REST-based architectural styles have been discussed. On the one hand, many Web service solutions, based on SOAP and REST technologies, have been introduced for mobile services, enhancing substantially how mobile services should provide and interact with the mobile user. On the other hand, Web service solutions for collaborative works, distributed health care, and enterprises have been developed, extending the use of mobile services for individual need to team work and enterprise business. Both REST and SOAP mobile Web services have different capabilities and this difference needs to be analyzed to select the right architectural style. Other chapters in this book provide further state-of-the-art research on particular topics that are sketched in this chapter, such as security, service discovery, monitoring, and performance analysis.

1.9 Further Reading

Several books have presented many fundamental concepts of SOC/ SOA, such as Web Services: Concepts, Architecture and Applications [59] and SOA Principles of Service Design [60]. With respect to the development of mobile services, there are valuable References for further reading. Mobile Web Services: Architecture and Implementation [61] presents main concepts in designing Web services for mobile systems. Generic concepts such as addressing, service discovery, identity management, and security in SOA-based environments are covered. This book also presents implementation techniques and examples of mobile Web services. However, it focuses on SOA based on Nokia service development APIs for S60 platform.

Mobile Web Services [62] presents main technologies for implementing wireless mobile services with a focus on mobile Web services providing Web contents.

Among others, it covers very well WAP, wireless content representations, location management, privacy, and mobile user context. However, it does not focus on SOA solutions for mobile Web services.

Enabling Technologies for Mobile Services: The MobiLife Book [3] presents a compelling landscape about mobile services based on the user-centered design process. It analyzes requirements of the mobile world and discusses the mobile services architecture accordingly. Key enabling technologies such as context management framework, multimodal and personalization technologies, and trust and privacy are well presented. This book also presents Reference applications, best practices, and marker analysis of mobile services. It is an excellent reading source for understanding mobile applications and services.

Mobile service-oriented architectures in general are discussed in Reference [63]. This discussion does not indicate any specific Web services platform. Some mobile programming toolkits were evaluated in Reference [64]. This evaluation discussed the performance of gSOAP and kSOAP Web service consumers in embedded devices.

This chapter gives an overview of the main techniques for mobile Web services with a focus on programming support for service development, service invocation, message handling, and discovery. Therefore, it does not present these techniques in detail in terms of qualitative and behavioral analysis, such as performance, scalability, energy consumption, and detailed protocol structures. Such details can be found in external References, other chapters of this book, and the above-mentioned further readings.

EXERCISES

1. Survey existing mobile services, such as Google and Strikelion services, and map them into a table of direct/indirect interaction, SOAP, REST, and other architectural styles; and compare their strengths and weaknesses.
2. Not all published WSDL files of Web services are compatible with Java ME. Analyze existing WSDL files, find common incompatible properties, and present your suggestion.
3. Assume that some services are hosted in a mobile device and services are described by WSDL and UDDI. Analyze possible issues that arise when the service provider migrates the services to another hosting environment. What should be done to ensure that the service discovery process is not corrupted?
4. Analyze possible service discovery protocols for REST-based Web services. Implement a P2P-based service discovery for REST Web services.
5. Compare data transfer using JSON and XML format. Which format is suitable for which application types? Perform a performance comparison for similar Web services that offer both JSON and XML (e.g., Google and Yahoo mobile services).
6. Currently, many REST-based Web services return XML and/or JSON, but programming toolkits assume the developer will utilize specific libraries (e.g., kXML or JSONO) to parse the returned data. Develop a small project to integrate tools for generating code from WADL and tools for parsing XML/JSON data for REST clients.

7. Study service information associated with mobile Web services on mobile devices. Compare the importance of the service information of mobile Web services with that of Web services in other platforms in terms of service discovery and service management.

8. Analyze the dependency between mobile Web services and the contemporary operating systems for mobile devices (PDAs and smart phones) in terms of concurrency processing and service disruption. Analyze the impact of issues on the selection of architectural styles, service invocation models, and fault management.
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