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Abstract

This paper presents experiences with software classification in a large corporate reuse software library (RSL) at IBM. We use facets extensively as one method of component classification in the IBM RSL. However, facets alone cannot adequately provide all the information needed to fully classify and understand a reusable component. Experience with an operational RSL reveals that we require a combination of classification techniques to meet the needs of software developers. Following an overview of the IBM classification method, we discuss the issues surrounding the use of facets and software classification in a large reuse system and give techniques used at IBM to address those issues.

1.0 Overview

Storing, searching, and retrieving software from a repository of reusable components is central to the practice of reuse. Each of these activities relies on the existence of a systematic method of organizing the components so reusers can match existing reusable parts to their current needs. Classifying software allows reusers to organize collections of components into structures that they can search easily.

An RSL uses a classification scheme to create an index to assist in the physical storage of components in the library (or database) and to provide input to search tools. The method of classification is an important ingredient in determining the types of indices that can be used, the types of searches that can be conducted, and the types of tools that reuser can or must use. The method of classification also determines the accuracy of possible searches and the precision of the results [26].

However, classification requires an investment in resources. Someone must create and maintain the classification scheme and all instances of the scheme. Fast, interactive searches can require large and complex indices not necessary in other situations. Automated indexing methods, manual classification, the nature of the reuse repository, and the types of available retrieval tools all influence the classification method.

We use the popular method of faceted classification extensively in the internal IBM RSL. A facet term describes a key aspect of the software; each facet has a related set of terms to describe the possible values of that facet. Selecting an appropriate component consists of matching facet terms of software in the RSL to a specific need. However, facets alone cannot adequately provide all the information needed to fully classify and understand a reusable component. We find that we require a combination of classification techniques to help software developers locate, assess, and integrate reusable components into their products.

This paper presents experiences with software classification in a large corporate reuse library system at IBM. An overview of software classification precedes an explanation of the IBM reuse system. We then discuss issues surrounding the use of facets and some techniques we use to address those issues. Following the IBM software classification experiences we discuss a series of enhancements to software classification required in a large production environment.
2.0 Software classification

Systematically ordering software into classes that specify the allowable uses for the software is particularly complex. Unlike the specific functions provided by computer hardware, software often possesses an overall ambiguity and generality that is difficult to express. There has been general success identifying math and I/O routines. However, although the software community understands simple utilities and abstract data types very well, this understanding becomes lost when the software deals with more abstract ideas and algorithms containing intermingled functions and side effects.

Various methods to classify software have been proposed and implemented, including numerous formal and automated techniques. However, most of the methods actually in practice are based on classification lessons learned in library science. Of these methods, there are four major categories [5]:

1. Enumerated
2. Attribute-value
3. Facets
4. Free-text

In Enumerated classification parts are organized into classes. These classes are usually hierarchical; an example of enumerated classification is the Dewey Decimal system. An sample search in an RSL that uses enumerated classification might go as follows: to find a routine for solving third order differential equations, you first look for Math Routines, then Calculus Routines, then Differential Calculus Routines. You would then examine a list of available routines. Searching for software is analogous to looking something up in the table of contents in a book. Enumerated classification has the advantage that it is well understood by most people and therefore easy to use. However, enumerated classification has the following disadvantages:

- the index must be built manually, a costly and error-prone process,
- the ambiguity of a part can cause it to fit several places in the scheme, which can make it difficult to locate, and,
- the structure is not easily balanced, which makes it awkward to use if there are many parts of one type and few of another.

In Attribute-Value classification parts are described by a set of attributes and their values; e.g., if the attribute is "Author_name," the value might be "John Smith." The attribute can take any value assigned by the person classifying the part. Locating a part consists of specifying an exact value or range of values for a subset or all of the attributes. This method is easy to use and can be partially automated, such as for the attribute "Object_code_size." However, it requires a more sophisticated search mechanism and incurs relatively poor performance during searches. Attribute-value also suffers the same ambiguity problem as does enumerated classification. Without some way to control the attribute values, reusers can use different terms to describe the same part, thereby making it difficult to find the part. Some libraries implement synonym lists or a thesaurus to address this problem.

In Faceted classification parts are described by a set of terms, or facets, and facet values. In this way facets are similar to the attribute-value method. However, with facets the choice of values is limited. This eliminates the problem of ambiguity in deciding the best value for a term or attribute. For example, if the facet is "Operating System," allowable values might be one of (AIX, VM, MVS, OS/2). Because facets limit the choice of terms, search performance can be very good.

In Free Text Keyword classification parts are described by English words or phrases. The text can be entered by a person who is classifying the part or can be extracted automatically from the documentation or source files [13].

Library science has two general strategies for handling free text indexing. These are through the use of controlled and uncontrolled vocabularies. Three of the four methods for classifying software; enumerated, attribute-value, and facets, are controlled vocabulary techniques. Free text, however, can be either uncontrolled or controlled. Free text is uncontrolled when terms are either chosen by the person classifying the part or are automatically extracted from text, either with or without syntax. Free text is controlled when keywords are matched to a synonym list or thesaurus. Free text is easy to implement and use but suffers from difficulty in matching requirements to existing software unless, like attribute-value, the RSL implements a more sophisticated search tool.
A study on the relative recall, precision, search times, overlap, and user preference of each classification method shows that each method has strengths and weaknesses, and therefore a RSL should implement as many as practicable [5]. In fact, IBM uses all four techniques in the organization of the IBM corporate reuse environment. We structure the environment into inventories and libraries using enumerated techniques, exploit free text in searches, and classifying individual reusable units with facets and attribute-values.

2.1 Overview of the IBM Classification Scheme

The IBM reuse environment consists of high level groupings of related libraries called inventories. We use inventories as the entry point for the reuser in the environment. Example inventories include "documents," "commercial software," and "federal software."

Inventories contain one or more libraries. Libraries further enumerate the options available to the reuser. Examples of libraries within the "federal software" inventory are "Ada collection packages," "flight simulation software," and "aerospace navigation software."

Libraries consist of collections of components. A component is a bundle containing all the information needed to ensure a part can be reused efficiently; the component is our basic unit of reuse [9]. Figure 1 shows how libraries consist of components and how components consist of elements of information. The information elements can be reusable (such as a source code file) or can simply be information elements, such as "integration instructions," intended solely to assist the reuser.

Note that classification involves information used specifically for searching for reusable components. The other elements of information are required to assist reusers evaluate and reuse software; those information requirements are not included in this discussion. However, in some cases elements originally intended only for informational purposes become part of a search mechanism. For example, short (less than one page) free-text abstracts of reusable components are very useful for understanding a reusable component. Although abstracts are not used in faceted classification, some search tools, including the IBM tool, use abstracts to build indices of the reuse library or scan the abstract during the search process.

Libraries contain related components. Components contain related elements. Elements contain either reusable parts or information about the reusable parts.

Facets and attribute-values are together called classifiers. As shown in Figure 2, classifiers describe libraries, components, and elements [8]. The use of both methods rather than the exclusive use of facets was one of the earliest issues addressed when developing the IBM software classification scheme. The need to track non-enumerable data such as individual author name and the need to track data with potentially large ranges of values such as department codes mandated the use of attribute-value classifiers.

---

1 Recall is the number of relevant items retrieved compared to the total number of relevant items in the database.
2 Precision is the number of relevant parts retrieved compared to the total number of parts retrieved.
3 Search time is the elapsed time required to locate an applicable reusable part.
4 Overlap is a measure of the total unique parts retrieved by each classification method.
The Prieto-Diaz and Freeman approach centers on the six facets shown in Table 1 and seeks to provide a preliminary schedule intended for functionally identifiable software products ranging from about 50 to 200 lines of code.

2.3 Issues with a faceted taxonomy

Although many RSLs use the faceted taxonomy, many implementation issues need to be addressed. Our experience shows that the following issues are the most significant:

2.3.1 Consistency

Keeping the classification consistent requires a thorough understanding of the domain or domains which the classification covers. The first step in understanding a domain requires working with domain experts and users of the classification to understand their use of terms. The analyst must then look for conceptual similarities and differences among the terms of the various user groups.

The analyst seeks to create a set of terms at as similar a conceptual level as possible by including variations on a shared concept within a single "group" of terms. The analyst can help reusers by grouping related terms using one of several techniques, including conceptual closeness [15], [6], lattices [4], or thesauri [2]. IBM uses a synonym matching tool to help unify terms into consistent structures identified by a single key, or root term. The root term identifies a set of closely related terms that are either synonyms or related by their use in a particular domain.

Because every user group has a select area of specialization, small differences of concept become very significant. For example, the first IBM classification schedule had numerous terms related to operating systems and aerospace because IBM does a lot of work in these areas. However, even within these domains a term would have several interpretations. For example, a developer in the MVS operating system will disagree on terms used to describe a memory-mapping concept also used in the VM operating system. In these situations the classification analyst must look for where subtle differences in a term will compromise the consistency of the rest of the classification scheme. Segregating the vocabulary

---

2.2 The origin of faceted software classification

In January 1987 Prieto-Diaz and Freeman proposed a faceted classification scheme for software [15], [16]. Recognizing that previously existing methods of organizing software were inadequate for large, continuously growing libraries, they proposed a component description format based on a standard vocabulary of terms. This faceted approach was more descriptive and extensible than earlier enumerative methods, and included a conceptual closeness graph of related facet terms to aid in matching user needs to stored components [17].

<table>
<thead>
<tr>
<th>Table 1. Prieto-Diaz and Freeman faceted classification schedule</th>
</tr>
</thead>
<tbody>
<tr>
<td>Facet</td>
</tr>
<tr>
<td>-------</td>
</tr>
<tr>
<td>Function</td>
</tr>
<tr>
<td>Object</td>
</tr>
<tr>
<td>Medium</td>
</tr>
<tr>
<td>System type</td>
</tr>
<tr>
<td>Functional area</td>
</tr>
<tr>
<td>Setting</td>
</tr>
</tbody>
</table>
into groups identified by root terms increases the reuser's chances of locating an applicable component.

2.3.2 Brevity

Brevity is one of the most important considerations when defining a classification scheme; the analyst must keep the set of facets and the terms in each facet as brief as possible. However, a diverse user group with many different views of the salient characteristics of a given domain make this difficult to achieve. For example, the original classification scheme at IBM included all of the attributes which Grady Booch used to define his Aids Abstract Data Types (ADTs), since this was one of the first commercially available RSLs [1]. Eventually we condensed many of the Booch attributes by aggregating related functions, characteristics, and features into single facets and then grouping these ADT-unique facets under an ADT domain.

2.3.3 Resolving ambiguous terms

Ambiguity of terms arises when more than one group of users will retrieve parts from the RSL. Developers of operating systems and developers of office automation systems both refer to the term address, which has two completely separate meanings. In this case we can resolve the ambiguity fairly easily, but other domains have much greater overlap and so require a much more detailed analysis.

Our guidelines to resolve these situations state that the same term cannot exist as a root term within the same facet, even across domain boundaries. This guideline helps decrease user confusion and simplifies implementation of the RSL. User confusion occurs when the user considers several domains as good candidates for finding parts but each domain contains the same term with different meanings. An example is the term cursor for the "Object" facet in the graphical user interface (GUI) and operating systems domains. In a GUI, cursor refers to a symbol on the output device, whereas in the operating system domain cursor refers to a type pointer.

If the ambiguous term is significant in both domains, we resolve the situation by making it a synonym of a root term which developers identify within the domain as conceptually similar. The decision on which domain will maintain ownership of the root term usually depends on the existence of an appropriate alternative in the alternate domains. In the case of cursor, it was retained as a root term for the "Object: user interface" facet (with a synonym of mouse pointer) and pointer became the root term for "Object: data structure."

2.3.4 Extensibility

Any classification scheme must be able to adapt to new requirements. The addition of new domains affects the classification structure by potentially requiring new facets and the need for new terms in existing facets. The most difficult aspect of extensibility involves controlling the ambiguity and brevity of the classification scheme while being responsive to user needs and concerns.

A decision to limit the addition of terms (and control brevity) made on a purely conceptual basis may not be acceptable to one or more user sets whose terms are being condensed or grouped. We must use experience to weight the factors and arrive at a solution. These factors can include:

- willingness of the groups to accept terms,
- the number of proposed changes,
- frequency of use of the RSL by the groups,
- number of users in each group, and
- cohesiveness of each group.

2.3.5 Maintaining facets and terms

The dynamic nature of programming requires constant maintenance of not only software but also of the terms needed to describe it. For example, we changed the facet "Function" to "Function (What it does)" because many people confused the intended meaning with several other possibilities. We also changed the facet "Proven Operating System" to "Software Environment" to accommodate network operating systems and other environments (such as IBM's Customer Information Control System (CICS)) which are not technically operating systems.
2.3.6 Balancing administrative and technical needs

Technical users frequently comment that they only want a few simple facets (e.g., "their" facets and terms). They request simplification of the classification schedule by removing all facets that they feel do not apply to them. In fact, the facets they target for removal are usually the administrative classifiers which identify the library, owner, legal, and other restrictions related to reusing the component. Our experience shows we must include these administrative classifiers and information elements to provide the necessary information to all organizations affected by the component: designers, testers, maintainers, legal reviewers, etc. However, part suppliers and reusers can find the wealth of information surrounding a reusable component somewhat overwhelming.

3.0 Experiences with the faceted taxonomy

Early work in faceted classification provided the architectural basis for the IBM taxonomy [15]. We redesigned an existing prototype reuse system to address needs of an expanded audience and range of life cycle products. We then implemented the faceted taxonomy in the new tool. Since establishing the initial set of classifiers, we have conducted two major classification evaluations and re-designs. Furthermore, we made approximately forty operational updates to the classification to incorporate changes requested by nearly constant user feedback.

3.1 The first set of IBM facets

IBM based the first set of facets on the work done for the STARS program. Many of the same individuals working on the IBM STARS team also worked on the IBM RSL. However, due to differences in the audiences and goals of the RSLs, the resulting classifications and RSLs are completely different tools.

The best feature of the first set of IBM facets was the close mapping of the classification to one of our major libraries, Booch's Ada abstract data types. This strength rapidly disappeared as we encountered difficulties due to terminology differences in other ADT libraries as well as the addition of avionics part sets from IBM's Federal Systems Company. The avionics library included math models, ADTs, and fairly large reusable components for navigation and guidance.

Agreement on the first set of facets was difficult due to the need to expand the scope of the library. For example, we did not have adequate examples of how to classify user documentation, designs, or test cases. Consequently, the first set of facets included internal (process) and external (customer) documentation, but did not attempt to cover the other software life cycle products. We reviewed the classification quite extensively, but until recently we did not have sufficient experience to determine the adequacy of the scheme. Although few changes have been requested, we continue to conduct research in this area.

3.2 Current set of Classifiers

The current set of IBM classifiers resulted from the issues and experiences described above. These classifiers have proven to work across all phases of the software lifecycle. They have also proven flexible enough to describe and discriminate between parts developed by contractors, vendors, and IBM organizations over the wide diversity of environments in which we operate. Despite these successes, user feedback alerts us to a continuing need to analyze usability and retrieval precision [20].

A partial list of the IBM classifiers appears in the following table; note the evolution from the original set of facets defined by Prieto-Diaz and Freeman. It is also interesting to note that IBM's experience has led to a classifier set with similarities to those of the other companies or groups shown in Section 4.0, and to proposed standards such as the current work by the Reuse Interoperability Group (RIG), an organization originating from the Software Technology for Adaptable, Reliable Systems (STARS) program [18].

3.3 Further enhancements

Even with IBM's involvement with formal reuse for many years, the ability to satisfy the reuse customer (for example, dealing with challenges offered by adapting faceted classification to object-oriented environments [10]) requires continuous evolution of our tools and methods.
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Table 2. Partial listing of the IBM classifiers

<table>
<thead>
<tr>
<th>Facet</th>
<th>Description</th>
<th>Examples</th>
</tr>
</thead>
<tbody>
<tr>
<td>Algorithm</td>
<td>Technique to perform an action.</td>
<td>bubble, merge</td>
</tr>
<tr>
<td>Application Domain</td>
<td>Broad area of application.</td>
<td>advertising, aerospace</td>
</tr>
<tr>
<td>Certification Level</td>
<td>IBM quality rating.</td>
<td>Certified, as-is</td>
</tr>
<tr>
<td>Component Size</td>
<td>Component size in LOC or words.</td>
<td>512 LOC, 8245 words</td>
</tr>
<tr>
<td>Data Structure</td>
<td>How the data object is implemented.</td>
<td>bounded, directed</td>
</tr>
<tr>
<td>Characteristics</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Development Standards</td>
<td>Compliance with standards.</td>
<td>ISO 9000, DoD-2167A</td>
</tr>
<tr>
<td>Function</td>
<td>What the component does.</td>
<td>sort, add</td>
</tr>
<tr>
<td>Object</td>
<td>What the component acts on.</td>
<td>buffer, array</td>
</tr>
<tr>
<td>Implementation</td>
<td>Describes various techniques.</td>
<td>sequential, dynamic</td>
</tr>
<tr>
<td>Language</td>
<td>Programming language.</td>
<td>C++, Ada</td>
</tr>
<tr>
<td>National Language</td>
<td>National language</td>
<td>English, French</td>
</tr>
<tr>
<td>Proven Hardware</td>
<td>Tested computer platforms.</td>
<td>R-6000, S-390</td>
</tr>
<tr>
<td>Proven O.S.</td>
<td>Tested Operating Systems.</td>
<td>AIX, OS/2</td>
</tr>
<tr>
<td>Support Level</td>
<td>Guaranteed service provided.</td>
<td>Limited, Full</td>
</tr>
</tbody>
</table>

3.3.1 Integration with text search techniques

Although the extensive list of classifiers provided a complete descriptive scheme, customers requested the ability to execute key word searches in addition to classifier searches. There were several reasons for this. Groups with limited domains are often familiar with the parts available for their domain and choose to access them directly by appropriate keyword search. Other groups find the time required to understand the classification a luxury which they cannot justify (a real example of short term goals off-setting long term benefits).

We encourage reusers to use the faceted classification to locate feasibly usable components from a broad set of libraries, then to iterate on the search results through use of keyword search. This twofold approach helps control search costs and provides options for very specialized winnowing of the first order selection.

3.3.2 Hierarchical facets

To further reduce the number of classifiers initially shown to the reuser, we defined a hierarchical ordering of existing classifiers. By grouping the facets on which users did not want to focus (such as administrative facets), the programmer can more quickly re-define the correct search scope as his requirements evolve. Because of the interdependence among facets, the hierarchical structure is not pure. The three-dimensional model which reflects the actual dependencies of the independent views (e.g., facets) must be simplified and to some extent hidden from the user by the RSL's interface. Hierarchical facets are one of the most effective ways found so far to help accomplish this goal.

3.3.3 Domain requirements

Despite extensive domain research and analysis, no set of classifiers will satisfy all users. Development organizations with unique products or computing environments demand the ability to create custom sets of classifiers for use by their organization. Differences in jargon and culture further complicate customer needs. As a result, we adopted a mechanism to allow selected user groups to add facets for local use.

3.3.4 User perspectives

We face a fundamental problem in classification in that reusers often have different understandings of the terms. The cognitive processing of the potential reuser often causes the reuser to develop a concept of the problem in such a way as to allow for a variety of potential solutions. This tendency to think in terms of the "solution space" rather than the "problem space" means the reuser will fail to consider potential solutions which fall outside the scope of the solution as he sees it.

The nature of language and classification for reuse causes interpretation options. Once the analyst has completed the classification, the responsibility to interpret the classification and think in the problem space shifts to the reuser. Education on classification and reuse must accompany the installation of a
RSL. Furthermore, the education must extend beyond use of the features of the RSL, it must provide the potential reuser with the ability to flexibly evaluate a problem and find full or partial solutions. The following experience illustrates the importance of reuse education in determining the appropriate use of Abstract Data Types (ADTs) developed for reuse.

One of our development projects reported a performance problem with a list ADT from our RSL which they chose to reuse in their code. Our technical consultant investigated with questions related to their abstraction requirements rather than the specifics of the alleged performance problem. He found that the abstraction required a direct access method, multiple iterations, fast sequential access, fast insertion, and fast key-based retrieval. He recommended that the project use an AVL-tree rather than a list. With this choice of ADT, the performance problem went away.

3.4 When to apply facets

The use of facets depends on the situation. The previous sections have discussed some of the benefits and some of the limitations of use of faceted classifications. IBM’s reusers are a heterogeneous set of developers located around the world. They develop software ranging from operating systems to business applications to medical systems and write in programming languages ranging from COBOL to C++ to Assembler. The needs of such a diverse group require a mechanism such as a faceted classification.

<table>
<thead>
<tr>
<th>Need for facets</th>
<th>Low</th>
<th>High</th>
</tr>
</thead>
<tbody>
<tr>
<td>One group</td>
<td>Few assets</td>
<td>Many, distributed groups</td>
</tr>
<tr>
<td>Few assets</td>
<td>Many assets</td>
<td></td>
</tr>
</tbody>
</table>

Figure 3. When to use facets

Few other companies have as extreme a set of programming requirements as IBM. As the set of requirements are scaled down — smaller groups of programmers, fewer languages and fewer domains, the requirements for a faceted classification decrease. At some point, the maintenance requirements and overhead for retrieval cause facets to become a detriment.

Remember that we use facets to provide a systematic method for focusing on the problem space rather than the solution space. This means that a programmer can use code written for an entirely different application, often even in a different language, when the programmer focuses on what the code accomplishes (and its performance characteristics) and not on a preconceived solution. Finding these opportunities for reuse depends on a reliable classification method and RSL.

4.0 Related Work

We limit the following discussion to those techniques based on library science. However, library science is not the only field contributing to classification research. For example, the mathematical field of category theory has established methods to characterize algebraic structures. Formal specification languages using relation algebras can formally specify the behavior of software components [12]. Denotational semantics and predicate calculus specifications consisting of preconditions and invariant assertions can also provide accurate, provably correct descriptions of software [7]. However, most operational libraries rely on principles adapted from library science and use the four basic classification methods described earlier in this paper.

Facets have proven effective in organizing information in numerous disciplines, such as zoology. Within computer science, facets have been used to classify documents for reuse [11], to organize and retrieve appropriate programming tools [14], and to group, analyze, and predict errors in software development [3], [19].

Table 3 contains a sample of operational reuse libraries, the organizations which sponsor or developed them, and the classification method used by each.
Table 3. Sample Reuse Libraries

<table>
<thead>
<tr>
<th>Library</th>
<th>Developer</th>
<th>Classification Method</th>
</tr>
</thead>
<tbody>
<tr>
<td>Catalog</td>
<td>Bell Labs</td>
<td>Free text</td>
</tr>
<tr>
<td>Asset-CARDS</td>
<td>Dept. of Defense</td>
<td>Faceted</td>
</tr>
<tr>
<td>REBOOT</td>
<td>Europe</td>
<td>Faceted</td>
</tr>
<tr>
<td>Reuse</td>
<td>Texas Instruments</td>
<td>Free text (controlled keyword)</td>
</tr>
<tr>
<td>RAASP</td>
<td>Westinghouse</td>
<td>Enumerated Faceted</td>
</tr>
<tr>
<td>RLF</td>
<td>Unisys</td>
<td>Faceted</td>
</tr>
<tr>
<td>Asset Library</td>
<td>GTE</td>
<td>Faceted</td>
</tr>
<tr>
<td>RSL</td>
<td>Intermetrics</td>
<td>Free Text (uncontrolled keyword) Enumerated</td>
</tr>
<tr>
<td>CAMP-PES</td>
<td>US Air Force</td>
<td>Enumerated Attribute-Value</td>
</tr>
</tbody>
</table>

5.0 Future Work

The dynamic nature of our development environment demands ongoing maintenance and enhancement of the classification schedule so we can remain responsive to customers. In addition, all corporate practices and guidelines must include the standards for software classification and reuse for them to become fully ingrained in the development process. Identifying affected areas, including new technologies which overlap with reuse (such as object oriented), ensures that we continue our progress.

As we build our sets of reusable parts into new domains and languages, we must expand the set of classifiers to embrace the new concepts and terms. We constantly apply what we have learned in our early classification experience to new areas. These include defining tool requirements to ease part retrieval and developing standards to support packaging and storing of reusable parts.

One area of future work involves the level of abstraction in the current set of facets and terms. We must provide the appropriate abstractions to conduct optimal searches of class libraries containing a wide range of methods and features. This conflicts with the desire to reduce the overall number of facets for general usability, since we tend to add new facets and classifiers as we add new functions and classes to the RSL.

6.0 Conclusion

A faceted taxonomy applies best when many diverse, geographically distributed organizations need to share a large set of similarly diverse software. Under these conditions, facets provide one vehicle to normalize terminology and programmer predispositions to a particular solution. Facets present a systematic approach to the problem space, thereby providing opportunities to locate and reuse parts which might otherwise not contribute to a solution.

However, facets cannot satisfy all classification requirements. Other techniques must also contribute to the knowledge base, including attribute-values, enumerated, and free-text. Users demand flexibility and require more options. The classification analyst must balance the needs of the various user groups and provide a meaningful, accurate, and useful classification standard. Failing to moderate the numerous demands for information and special requirements can result in overwhelming the user with information.
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